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Introduction to CosmiCode E-Books
Welcome to the CosmiCode eBook Series, an initiative dedicated to empowering tech students,
professionals, and enthusiasts with high-quality learning resources. At CosmiCode, our mission
is to bridge the gap between theoretical knowledge and practical application, enabling learners to
confidently navigate the ever-evolving landscape of the tech industry.

Our eBooks are more than just educational resources; they are a stepping stone for anyone who
aspires to make a mark in the world of technology. With topics ranging from programming
languages and software tools to cutting-edge fields like artificial intelligence and machine
learning, the CosmiCode eBook series is designed to cater to learners of all levels—whether
you’re a beginner, intermediate, or advanced practitioner.

About the C++ eBook

This eBook focuses on C++ Programming, a language that has shaped the foundation of
modern software development. From its roots in system programming to its current applications
in game development, finance, and embedded systems, C++ remains a cornerstone of the tech
world. With a blend of theoretical explanations and practical examples, this book will take you
from the basics of C++ to its advanced concepts, all while maintaining clarity and accessibility.

Quality and Accuracy

Every CosmiCode eBook is crafted by a team of experts with years of experience in their
respective fields. Each topic is carefully researched, written, and reviewed multiple times to
ensure accuracy, clarity, and relevance. While we strive to provide error-free content, we
understand that occasional mistakes may happen. If you find any errors, inconsistencies, or areas
for improvement, we encourage you to report them to CosmiCode at cosmicodepk@gmail.com.
Your feedback helps us maintain the quality and reliability of our resources.
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Introduction to C++
History and Evolution of C++

C++ is a high-performance, general-purpose programming language that was developed by
Bjarne Stroustrup in the early 1980s at Bell Labs. It began as an extension of the C
programming language, with the goal of adding object-oriented features to C, which is known for
its efficiency and flexibility. Stroustrup’s vision was to create a language that combined the best
features of C with the ability to organize and manage large and complex software systems more
easily.

C++ was initially called “C with Classes”, reflecting its focus on adding object-oriented features
like classes and objects. Over time, it grew to become a language capable of supporting multiple
programming paradigms, including procedural, object-oriented, and generic programming. This
made it an incredibly versatile and powerful tool for developers.

The language has undergone several revisions since its creation. The first major standardized
version, C++98, was adopted by the International Organization for Standardization (ISO). Later,
C++11 brought significant new features such as lambda expressions, smart pointers, and
concurrency features. Subsequent versions like C++14, C++17, and C++20 have continued to
improve the language’s capabilities, performance, and syntax.

Why Learn C++?

C++ is a language that offers a powerful mix of high-level and low-level features, making it
suitable for a wide range of applications. Here’s why learning C++ is essential:

1. Performance and Efficiency: C++ allows fine-grained control over system resources,
which makes it ideal for developing applications where performance is critical. C++ is
widely used in software that demands speed, such as video games, real-time simulations,
and high-frequency trading systems.

2. System-Level Programming: C++ gives developers the ability to work with hardware
and memory directly, making it invaluable for system programming tasks. It is used to
create operating systems, device drivers, and embedded systems.

3. Cross-Platform Compatibility: C++ is highly portable and can run on virtually any
machine, from powerful desktop computers to embedded systems with limited resources.
This makes it a favorite for developing cross-platform applications.

4. Wide Range of Applications: Whether you're building a game, a desktop application, or
a complex algorithm, C++ is versatile enough to handle the task. It's commonly used in
industries like game development, finance, engineering, and scientific research.

5. Object-Oriented and Generic Programming: C++ combines object-oriented
programming (OOP), which allows you to structure code logically using classes and
objects, with generic programming, which provides powerful tools like templates to
write reusable and type-independent code.
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Key Features of C++

C++ is a multifaceted language that brings together a broad range of features to help developers
write high-quality software. Some of the key features of C++ include:

 Object-Oriented Programming (OOP): C++ is built around the concepts of classes and
objects, which help organize code and allow for easier management of large projects.
Key principles such as inheritance, polymorphism, encapsulation, and abstraction are
central to its design.

 Low-Level Memory Management: Unlike many modern programming languages, C++
allows direct manipulation of memory using pointers. This feature gives developers
complete control over how memory is allocated and deallocated, which can result in
highly efficient programs.

 High Performance: C++ is designed for performance, with a focus on compiling to fast,
machine-readable code. It allows for efficient execution of both simple and complex
tasks, making it an excellent choice for performance-critical applications.

 Rich Standard Library: The C++ Standard Library (STL) offers a wide range of useful
data structures and algorithms, including containers like vectors, lists, and maps, as well
as algorithms for sorting, searching, and manipulating data.

 Cross-Platform: C++ code can run on virtually any platform, from Windows and macOS
to Linux and embedded systems, with minimal changes to the code base.

Getting Started with C++

To begin programming in C++, you'll need a few basic tools:

1. A Compiler: A compiler translates your human-readable C++ code into machine code
that the computer can execute. Popular compilers include GCC (GNU Compiler
Collection), Clang, andMicrosoft Visual C++.

2. Integrated Development Environment (IDE): An IDE is a software application that
provides tools for writing, compiling, and debugging code. Popular IDEs for C++
development include Visual Studio, Code::Blocks, and CLion.

3. A Text Editor: If you prefer to write C++ code without a full-fledged IDE, text editors
like Visual Studio Code, Sublime Text, or Atom can also be used.

Once you have your tools set up, you can begin writing your first C++ program.
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Chapter 1: Basic Concepts

Variables and Data Types

In C++, variables are symbolic names for data storage locations. A variable can hold a value,
which can be manipulated throughout the program. However, before you can use a variable, you
need to declare it. When declaring a variable, you must specify its data type, which defines the
kind of data it will store.

Data Types in C++ are divided into:

1. Primitive Data Types (Built-in): These are the most basic data types that C++ provides
to store data.

o int: Used to store integer values.
Example: int age = 30;

o float: Used for storing numbers with decimal points.
Example: float weight = 65.5;

o double: Similar to float but has higher precision.
Example: double pi = 3.14159;

o char: Used to store single characters.
Example: char grade = 'A';

o bool: Stores Boolean values (true or false).
Example: bool is Active = true;

2. Derived Data Types: These are data types derived from the basic ones.
o Arrays: Collections of similar data types stored in a contiguous block of memory.

Example: int arr[5] = {1, 2, 3, 4, 5};
o Pointers: Variables that store memory addresses of other variables.
o Functions: Functions are also a derived type, as they can return values or operate on data

passed to them.
3. User-Defined Data Types:

These allow you to create complex data structures, such as:
o Structures (struct): Allows grouping of different data types.
o Classes (class): Provides a way to model real-world objects with properties (attributes)

and behaviors (methods).

Example of Variable Declaration:

int age = 25; // Integer variable to store age
float salary = 5000.75; // Floating-point variable to store salary
char grade = 'A'; // Character variable to store grade
bool isPassed = true; // Boolean variable to store if the student passed
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Operators in C++

Operators in C++ allow you to manipulate variables and values. They are essential for
performing calculations, making decisions, and controlling the flow of the program. C++
operators can be categorized into several groups:

1. Arithmetic Operators
These are used for basic mathematical operations.

o + : Addition
o - : Subtraction
o * : Multiplication
o / : Division
o % : Modulo (remainder of division)

Example:

int x = 10, y = 3;
int sum = x + y; // Result: 13
int product = x * y; // Result: 30
int remainder = x % y; // Result: 1

2. Relational Operators
These operators are used to compare two values or variables.

o == : Equal to
o != : Not equal to
o > : Greater than
o < : Less than
o >= : Greater than or equal to
o <= : Less than or equal to

Example:

int a = 5, b = 10;
if (a > b) {
cout << "a is greater than b";

}

3. Logical Operators
These are used to combine multiple conditions.

o && : Logical AND
o || : Logical OR
o ! : Logical NOT
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Example:

bool condition1 = true, condition2 = false;
if (condition1 && condition2) {
cout << "Both conditions are true";

} else {
cout << "At least one condition is false";

}

4. Assignment Operators
These are used to assign values to variables.

o = : Simple assignment
o += : Add and assign
o -= : Subtract and assign
o *= : Multiply and assign
o /= : Divide and assign

Example:

int x = 5;
x += 3; // x = x + 3, so x becomes 8
x *= 2; // x = x * 2, so x becomes 16

Input and Output (cin, cout)

In C++, the iostream library provides two fundamental tools for interacting with the user: cin and
cout.

 cin is used to take input from the user. It is an object of the istream class. You can use the
extraction operator (>>) to read data into variables.

 cout is used to display output on the console. It is an object of the ostream class. You can
use the insertion operator (<<) to display data.

Example of Input and Output:

#include <iostream>
using namespace std;

int main() {
int age;
cout << "Enter your age: "; // Prompt the user for input
cin >> age; // Store the user's input in the variable 'age'
cout << "Your age is: " << age << endl; // Display the value of age
return 0;

}

In this example, the program prompts the user to enter their age, stores the input in the age
variable, and then displays the value back to the user using cout.
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Control Structures

Control structures allow you to dictate the flow of your program based on conditions or
repetitions. These structures help you make decisions, repeat tasks, and handle a variety of
logical operations.

1. if-else Statement
The if-else statement allows the program to execute different blocks of code depending
on whether a condition is true or false.

Example:

int num = 10;
if (num > 0) {
cout << "Positive number";

} else {
cout << "Negative or zero";

}

2. switch Statement
The switch statement is used when you have multiple possible conditions, making it
more efficient than multiple if-else checks.

Example:

int choice = 2;
switch (choice) {
case 1:
cout << "Option 1 selected";
break;

case 2:
cout << "Option 2 selected";
break;

default:
cout << "Invalid option";

}

3. Loops
Loops allow you to repeat a block of code multiple times until a certain condition is met.
There are three types of loops in C++: for, while, and do-while.

o for Loop: Typically used when the number of iterations is known beforehand.

for (int i = 0; i < 5; i++) {
cout << i << endl; // Prints numbers from 0 to 4

}
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o while Loop: Repeats the block of code as long as the condition is true.

int x = 0;
while (x < 5) {
cout << x << endl;
x++;

}

o do-while Loop: Similar to the while loop, but ensures the loop is executed at least
once, even if the condition is false initially.

int x = 0;
do {
cout << x << endl;
x++;

} while (x < 5);
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Chapter 2: Functions and Arrays

Understanding Functions: Declaration, Definition, and Scope

A function is a block of code that performs a specific task. Functions allow you to divide your
program into smaller, manageable pieces. Once a function is declared and defined, it can be
called anywhere within the program, depending on its scope.

1. Function Declaration
A function declaration tells the compiler about the function's name, return type, and parameters,
but it does not provide the function’s implementation. A function declaration is also known as a
function prototype. The syntax of a function declaration is:

return_type function_name(parameter_list);

Example:

int add(int a, int b); // Function declaration (prototype)

2. Function Definition
The function definition provides the actual code that is executed when the function is called. It
includes the function body that performs the task. The syntax of a function definition is:

return_type function_name(parameter_list) {
// Function body
// Statements to be executed

}

Example:

int add(int a, int b) {
return a + b; // Function body

}

3. Function Scope
The scope of a function refers to where it can be accessed in the program. A function can either
have local scope or global scope.

 Local Scope: A function is accessible only within the function where it is defined.
 Global Scope: A function declared outside of all other functions is available throughout the

program.
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Example:

int globalVar = 10; // Global variable

void printGlobalVar() {
cout << globalVar; // Can access the global variable

}
int main() {
printGlobalVar(); // Calls the function that accesses the global variable
return 0;

}

Function Parameters and Return Types

Functions in C++ can accept parameters and return values. Parameters are variables that provide
input to the function, and the return type defines the type of value that the function will send
back.

1. Function Parameters
Function parameters allow data to be passed into functions, enabling them to work with different
values. A function can accept zero or more parameters. The parameters are passed within the
parentheses when defining the function.

Example:

int multiply(int x, int y) {
return x * y;

}

In the above example, x and y are the parameters of the function multiply, and the function returns
their product.

 Passing by Value: When you pass a variable by value, a copy of the value is passed to the
function. Changes made to the parameter inside the function do not affect the original variable.

 Passing by Reference: When you pass a variable by reference, any changes made to the
parameter inside the function will affect the original variable. You can achieve this by using the
reference operator (&).

Example of Passing by Reference:

void increment(int &num) {
num++; // This will modify the original variable

}

int main() {
int number = 5;
increment(number);
cout << number; // Output: 6
return 0;

}
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2. Return Types
The return type of a function specifies what type of value the function will return. If a function
does not return a value, the return type is void. If a function is expected to return a value, the
return type corresponds to the type of value (e.g., int, float, char, etc.).

Example:

int subtract(int a, int b) {
return a - b; // Returns an integer

}

In this example, the subtract function takes two integers as input and returns their difference,
which is also an integer.

Arrays: Static and Dynamic

An array is a collection of variables of the same data type that are stored in contiguous memory
locations. Arrays allow you to store multiple values in a single variable, rather than declaring
individual variables.

1. Static Arrays
A static array is an array where the size is known and fixed at the time of declaration. The size of
the array must be specified at compile-time, and it cannot be changed during runtime.

Example:

int arr[5] = {1, 2, 3, 4, 5}; // Array of integers with 5 elements

In this example, arr is an integer array of size 5, which can store 5 integer values. The array
elements are initialized with the values 1, 2, 3, 4, 5.

2. Dynamic Arrays
A dynamic array is an array where the size is determined during runtime. Dynamic memory
allocation is done using pointers and functions like new and delete.To create a dynamic array, you
use the new keyword, which allocates memory for the array at runtime, and the delete keyword to
release that memory once you are done.

Example:

int* arr;
int size = 5;
arr = new int[size]; // Dynamically allocate memory for an array of size 5
// Assigning values to the dynamic array
for (int i = 0; i < size; i++)
{
arr[i] = i + 1;

}
// Deallocating the memory after use
delete[] arr;
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In this example, the array arr is dynamically allocated with a size of 5. After the array is no longer
needed, the delete[] keyword is used to free the memory.

Multi-dimensional Arrays

In C++, an array can have more than one dimension, making it possible to store data in a tabular
format (rows and columns). A two-dimensional array is essentially an array of arrays, while
higher-dimensional arrays can be created as well.

1. Two-Dimensional Arrays
A two-dimensional array is an array with two indices, one for rows and one for columns. It is
often used to represent matrices or tables of data.

Example:

int matrix[3][3] = {
{1, 2, 3},
{4, 5, 6},
{7, 8, 9}

};

In this example, matrix is a 2D array with 3 rows and 3 columns. Each element of the array is
accessed using two indices, matrix[row][column].

2. Accessing Elements in Multi-Dimensional Arrays
You can access elements in a multi-dimensional array by specifying the index for each
dimension.

Example:

cout << matrix[0][1]; // Output: 2 (element at first row, second column)

4. Higher Dimensional Arrays
C++ allows arrays with more than two dimensions. These can be useful in situations such
as representing 3D data.
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Example of a three-dimensional array:

int arr[2][3][4] = {
{
{1, 2, 3, 4},
{5, 6, 7, 8},
{9, 10, 11, 12}

},
{
{13, 14, 15, 16},
{17, 18, 19, 20},
{21, 22, 23, 24}

}
};

In this example, arr is a 3D array with dimensions 2x3x4. The first index refers to the block, the
second to the row, and the third to the column.

Summary

In this chapter, we covered fundamental concepts in C++ related to functions and arrays.
Functions allow you to break down your program into manageable parts, passing data via
parameters and returning results. Arrays, both static and dynamic, allow you to store collections
of data efficiently. We also explored multi-dimensional arrays for representing tabular or more
complex data structures. Understanding these concepts is essential as they form the building
blocks for more advanced programming in C++.
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Chapter 3: Object-Oriented Programming
(OOP)
What is OOP? The Four Pillars: Encapsulation, Inheritance, Polymorphism, and Abstraction

Object-Oriented Programming (OOP) is a programming paradigm that organizes software
design around objects rather than functions and logic. An object is an instance of a class, and it
represents a real-world entity with attributes (data) and behaviors (methods). The goal of OOP is
to model real-world problems in a way that makes the code more understandable, reusable, and
easier to maintain. In C++, OOP revolves around the four pillars: Encapsulation, Inheritance,
Polymorphism, and Abstraction.

1. Encapsulation
Encapsulation refers to bundling the data (variables) and the methods (functions) that operate on
the data into a single unit, called a class. It also involves restricting access to certain details of an
object by hiding its internal workings. This is typically achieved using access modifiers like
private, protected, and public.

 Private members can only be accessed within the class.
 Public members can be accessed from anywhere in the program.
 Protected members are accessible within the class and derived classes.

Encapsulation helps in protecting the data from unauthorized access and modification.

Example of Encapsulation:

class Car {
private:
int speed; // Private data member

public:
void setSpeed(int s) { // Public method to set speed
speed = s;

}

int getSpeed() { // Public method to get speed
return speed;

}
};

In this example, the speed attribute is encapsulated within the Car class, and it can only be
accessed or modified through the setSpeed and getSpeed methods.

2. Inheritance
Inheritance allows a new class (called a derived class) to inherit the properties and behaviors
(methods) of an existing class (called the base class). This promotes reusability andmodularity.
In C++, inheritance is implemented using the : symbol.
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There are different types of inheritance:

 Single Inheritance: A derived class inherits from a single base class.
 Multiple Inheritance: A derived class inherits from more than one base class.
 Multilevel Inheritance: A derived class is inherited from another derived class.
 Hierarchical Inheritance: Multiple classes inherit from a single base class.

Example of Inheritance:

class Animal {
public:
void speak() {
cout << "Animal speaks" << endl;

}
};

class Dog : public Animal { // Dog inherits from Animal
public:
void bark() {
cout << "Dog barks" << endl;

}
};

In this example, the Dog class inherits the speak method from the Animal class and also has its own
method bark.

3. Polymorphism
Polymorphism is the ability of an object to take on many forms. In C++, polymorphism is
primarily achieved through function overloading and operator overloading. It allows the same
method or operator to behave differently based on the context.

 Function Overloading: Multiple functions with the same name but different parameters.
 Operator Overloading: Overloading existing operators to work with user-defined data types.

Polymorphism can also be achieved through runtime polymorphism (using virtual functions
and inheritance), where a base class pointer or reference can point to a derived class object, and
the appropriate function is called based on the object type at runtime.

Example of Function Overloading:

class Calculator {
public:
int add(int a, int b) {
return a + b;

}

float add(float a, float b) {
return a + b;

}
};
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Here, the add function is overloaded to accept both int and float types.

4. Abstraction
Abstraction is the process of hiding the implementation details and showing only the essential
features of an object. It is achieved using abstract classes and interfaces. An abstract class
contains at least one pure virtual function (a function without implementation), and it cannot be
instantiated directly. Derived classes are required to implement the pure virtual function.

Example of Abstraction:

class Shape {
public:
virtual void draw() = 0; // Pure virtual function

};

class Circle : public Shape {
public:
void draw() override { // Derived class must implement draw()
cout << "Drawing Circle" << endl;

}
};

Classes and Objects in C++

In C++, a class is a user-defined data type that serves as a blueprint for creating objects. A class
defines the attributes (data members) and behaviors (methods or functions) that the objects
created from the class will have.

 Class: The blueprint or template.
 Object: An instance of the class.

Example of a Class and Object:

class Car {
private:
string brand;
int speed;

public:
// Constructor
Car(string b, int s) : brand(b), speed(s) {}

void display() {
cout << "Brand: " << brand << ", Speed: " << speed << " km/h" << endl;

}
};

int main() {
Car myCar("Toyota", 180); // Creating an object of Car
myCar.display(); // Calling the method on the object
return 0;

}
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In this example, the Car class has a constructor that initializes the brand and speed attributes, and an object myCar is
created with specific values for these attributes.

Constructors and Destructors

1. Constructor
A constructor is a special member function that is automatically called when an object of a class
is created. It initializes the object’s data members. A constructor has the same name as the class
and does not have a return type.

 Default Constructor: A constructor that takes no arguments.
 Parameterized Constructor: A constructor that takes arguments to initialize the object with

specific values.

Example of Constructor:

class Book {
private:
string title;
float price;

public:
// Parameterized Constructor
Book(string t, float p) : title(t), price(p) {}

void display() {
cout << "Title: " << title << ", Price: " << price << endl;

}
};

In this example, the Book class has a parameterized constructor that initializes the title and price
attributes.

2. Destructor
A destructor is a special member function that is automatically called when an object is
destroyed. It is used to release any resources allocated by the object, such as memory or file
handles. A destructor has the same name as the class but is preceded by a tilde (~) symbol and
does not accept any arguments or return types.

Example of Destructor:

class Book {
public:
~Book() {
cout << "Destructor called. Cleaning up resources." << endl;

}
};

In this example, the destructor is used to print a message when the object of Book is destroyed.
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Operator Overloading

Operator overloading allows you to define custom behavior for operators (e.g., +, -, *, ==) when
applied to user-defined data types like classes. This makes the code more intuitive and easier to
read. You can overload operators by defining a function with the special keyword operator
followed by the operator symbol.

Example of Operator Overloading:

class Complex {
private:
float real, imag;

public:
Complex operator + (const Complex& obj) {
Complex temp;
temp.real = real + obj.real;
temp.imag = imag + obj.imag;
return temp;

}

void setData(float r, float i) {
real = r;
imag = i;

}

void display() {
cout << real << " + " << imag << "i" << endl;

}
};

int main() {
Complex num1, num2, result;
num1.setData(3.5, 2.5);
num2.setData(1.5, 4.5);

result = num1 + num2; // Using overloaded '+' operator
result.display(); // Output: 5.0 + 7.0i

return 0;
}

In this example, the + operator is overloaded to perform addition on two Complex objects, adding
their real and imaginary parts.
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Summary

In this chapter, we explored the core concepts of Object-Oriented Programming (OOP) in
C++, which include the four pillars: Encapsulation, Inheritance, Polymorphism, and
Abstraction. We discussed the foundational ideas of classes and objects, as well as the special
functions in C++ like constructors and destructors. We also covered operator overloading,
which allows operators to be used with user-defined data types. These OOP principles make C++
a powerful and flexible language for creating maintainable and reusable code.

\
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Chapter 4: Advanced Topics
Pointers and Dynamic Memory Allocation

Pointers are one of the most powerful features of C++, allowing for direct memory manipulation.
A pointer is a variable that stores the memory address of another variable. Instead of holding the
data itself, a pointer holds the address of the data. Pointers are essential for dynamic memory
allocation, array manipulation, and efficient memory management in large applications.

1. Pointers
A pointer holds the memory address of a variable. The * symbol is used to declare a pointer,
while the & symbol is used to access the address of a variable.

Example of Pointer Declaration and Dereferencing:

int num = 10; // Regular integer variable
int* ptr = &num; // Pointer to int, stores the address of num

cout << "Value of num: " << num << endl;
cout << "Address of num: " << &num << endl;
cout << "Value of ptr (address): " << ptr << endl;
cout << "Value pointed by ptr: " << *ptr << endl;

In this example, ptr holds the address of num, and dereferencing ptr using the * symbol gives the
value stored at that address.

2. Dynamic Memory Allocation
In C++, dynamic memory allocation allows programs to request memory at runtime rather than
during compile-time. This is done using the new and delete operators.

 new: Allocates memory dynamically.
 delete: Frees the dynamically allocated memory.

Example of Dynamic Memory Allocation:

int* ptr = new int; // Allocates memory for an integer dynamically
*ptr = 50; // Assigns value to the dynamically allocated memory
cout << "Value: " << *ptr << endl;
delete ptr; // Deallocates the memory

In this example, memory for an integer is dynamically allocated using new, and after usage, it is
deallocated using delete.

3. Dynamic Arrays
Dynamic arrays allow you to create arrays at runtime, which can be resized based on the needs of
the program. The memory for the array is allocated using new[], and deallocation is done using
delete[].
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Example of Dynamic Array Allocation:

int size = 5;
int* arr = new int[size]; // Dynamic array of size 5

for (int i = 0; i < size; ++i) {
arr[i] = i + 1;

}

for (int i = 0; i < size; ++i) {
cout << arr[i] << " ";

}

delete[] arr; // Deallocating dynamic array memory

Here, we created a dynamic array arr of size 5, populated it with values, and printed them. The
memory is freed using delete[].

Classes vs Structures

Both classes and structures are used to represent custom data types in C++, but there are a few
differences between them:

1. Classes
A class is a user-defined data type that groups data and functions. By default, the members of a
class are private and can only be accessed within the class unless specified otherwise using
access specifiers like public or protected.

Example of a Class:

class Car {
private:
string brand;

public:
void setBrand(string b) {
brand = b;

}

string getBrand() {
return brand;

}
};

In this example, Car is a class with a private data member brand and public methods to access and
modify it.

2. Structures
A structure (or struct) is similar to a class but with a key difference: by default, all members of a
structure are public. Structures are typically used to represent simple data, while classes are used
when more complex functionality is needed.
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Example of a Structure:

struct Car {
string brand;
int speed;

};

int main() {
Car myCar; // Creating an object of Car
myCar.brand = "Toyota";
myCar.speed = 180;
cout << "Brand: " << myCar.brand << ", Speed: " << myCar.speed << endl;

}

In this example, the Car structure has brand and speed as public data members, which can be
accessed directly without needing getter/setter functions.

Templates: Function and Class Templates

Templates allow you to write generic and reusable code. In C++, templates can be used for
functions and classes. This feature enables writing functions and classes that can work with any
data type.

1. Function Templates
A function template allows a function to operate with any data type. Instead of defining a
function for every data type, a template allows you to create a single function that works with any
type of data.

Example of Function Template:

template <typename T>
T add(T a, T b) {
return a + b;

}

int main() {
cout << add(3, 4) << endl; // Works with integers
cout << add(3.5, 4.5) << endl; // Works with floating-point numbers
return 0;

}

In this example, the add function is a template that can work with both integers and floating-point
numbers, as indicated by the type parameter T.

2. Class Templates
A class template allows a class to operate with any data type. Like function templates, class
templates enable the creation of generic classes that can store or manipulate any data type.



Mastering C++: CosmiCode Learning Series

pg. 26

Example of Class Template:

template <typename T>
class Box {
private:
T value;

public:
Box(T v) : value(v) {}

T getValue() {
return value;

}
};

int main() {
Box<int> intBox(10); // Box for integer
Box<double> doubleBox(3.14); // Box for double

cout << intBox.getValue() << endl;
cout << doubleBox.getValue() << endl;

return 0;
}

Here, Box is a class template that can hold any data type, and we have created instances for both
int and double.

Exception Handling in C++

Exception handling allows programs to handle runtime errors or exceptional conditions
gracefully without crashing. It provides a way to separate the error-handling code from the
regular logic of the program.

1. Try and Catch
In C++, exceptions are handled using the try, throw, and catch keywords. A block of code is placed
in a try block, and if an exception occurs, it is caught by a catch block.

Example of Exception Handling:

try {
int num1 = 10, num2 = 0;
if (num2 == 0)
throw "Division by zero error!";

cout << num1 / num2 << endl;
} catch (const char* msg) {
cout << "Exception: " << msg << endl;

}

In this example, we throw an exception when there is an attempt to divide by zero, and the catch
block handles the exception by printing an error message.
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2. Throwing Exceptions
The throw keyword is used to explicitly throw an exception. It can be followed by an object or a
value that represents the type of error.

Example of Throwing an Exception:

throw 404; // Throwing an integer exception

Here, we throw an integer exception with the value 404. This exception can then be caught by a
corresponding catch block.

3. Standard Exceptions
C++ provides several built-in exception classes in the standard library (like std::exception,
std::out_of_range, std::invalid_argument, etc.), which can be used to handle different types of errors.

Example of Standard Exception:

try {
throw std::out_of_range("Out of range error");

} catch (const std::exception& e) {
cout << "Exception: " << e.what() << endl;

}

Here, we throw a std::out_of_range exception and catch it using the catch block.

Summary

In this chapter, we covered some of the more advanced topics in C++ programming, such as
pointers and dynamic memory allocation, the differences between classes and structures, and
the powerful feature of templates for creating generic functions and classes. We also explored
exception handling, which enables C++ programs to deal with runtime errors in a structured and
controlled manner. These topics are crucial for mastering C++ and creating robust, efficient, and
reusable code.



Mastering C++: CosmiCode Learning Series

pg. 28

Chapter 5: The Standard Template Library
(STL)
Introduction to STL: Containers, Iterators, and Algorithms

The Standard Template Library (STL) is a powerful set of template classes and functions in
C++ that provides commonly used data structures and algorithms. It allows developers to focus
on higher-level tasks while leveraging pre-built, optimized components. The main components
of the STL are:

1. Containers
Containers are objects that store data. They come in several types, each optimized for
different use cases. Containers can be classified into sequence containers and
associative containers.

o Sequence Containers: These store data in a linear fashion, such as arrays or lists.
Common sequence containers include:

 vector: A dynamic array that can resize itself.
 list: A doubly linked list.
 deque: A double-ended queue, which allows efficient insertions and deletions at

both ends.
o Associative Containers: These store data in a key-value pair format, often

providing fast lookups. Common associative containers include:
 map: A collection of key-value pairs, where keys are unique.
 set: A collection of unique elements with automatic sorting.

2. Iterators
Iterators are used to traverse through the elements of containers. They act as a pointer to
the container's data and provide a uniform way to access elements regardless of the
container type.

o Types of Iterators:
 begin(): Returns an iterator pointing to the first element in the container.
 end(): Returns an iterator pointing to one past the last element in the container.
 rbegin(): Returns a reverse iterator pointing to the last element.
 rend(): Returns a reverse iterator pointing to one past the first element.

o Iterator Operations:
 ++it: Moves the iterator to the next element.
 *it: Dereferences the iterator to access the element it points to.

3. Algorithms
STL provides a variety of built-in algorithms that can be used with containers. These
include algorithms for sorting, searching, modifying, and manipulating data efficiently.

o Common algorithms include sort(), find(), reverse(), and copy().

Vectors, Lists, Maps, and Sets

1. Vectors
A vector is a dynamic array that automatically resizes itself when elements are added. It
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allows random access to its elements and provides efficient insertions and deletions at the
end.

Example of Vector:

#include <iostream>
#include <vector>
int main() {
std::vector<int> vec;
vec.push_back(10); // Adds 10 to the vector
vec.push_back(20); // Adds 20 to the vector

for (int i = 0; i < vec.size(); i++) {
std::cout << vec[i] << " "; // Outputs: 10 20

}
}

2. Lists
A list is a doubly linked list that allows fast insertions and deletions from both ends, but
random access is not efficient compared to vectors. It is particularly useful when you
need frequent insertions or deletions from the middle.

Example of List:

#include <iostream>
#include <list>
int main() {
std::list<int> lst;
lst.push_back(10);
lst.push_front(20); // Adds 20 to the front of the list

for (int x : lst) {
std::cout << x << " "; // Outputs: 20 10

}
}

3. Maps
A map is a collection of key-value pairs, where each key is unique. It provides fast
lookups, insertions, and deletions based on the key. The elements in a map are
automatically sorted by the key.

Example of Map:

#include <iostream>
#include <map>
int main() {
std::map<int, std::string> myMap;
myMap[1] = "Apple";
myMap[2] = "Banana";
for (auto& pair : myMap) {
std::cout << pair.first << ": " << pair.second << "\n"; }

}
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4. Sets
A set is a collection of unique elements, stored in a sorted order. It does not allow
duplicates and provides fast lookups, insertions, and deletions.

Example of Set:

#include <iostream>
#include <set>
int main() {
std::set<int> mySet;
mySet.insert(10);
mySet.insert(20);
mySet.insert(10); // Duplicate element, will not be added

for (int x : mySet) {
std::cout << x << " "; // Outputs: 10 20

}
}

Algorithms: Sorting, Searching, and More

The STL provides several built-in algorithms that can be used with containers to perform
common operations efficiently.

1. Sorting
The sort() algorithm sorts the elements of a container in ascending order by default, but
you can provide a custom comparator for different sorting criteria.

Example of Sorting:

#include <iostream>
#include <vector>
#include <algorithm>
int main() {
std::vector<int> vec = {3, 1, 4, 1, 5, 9};
std::sort(vec.begin(), vec.end());

for (int x : vec) {
std::cout << x << " "; // Outputs: 1 1 3 4 5 9

}
}

2. Searching
The find() algorithm is used to search for an element in a container. It returns an iterator to
the first occurrence of the element, or the end() iterator if the element is not found.
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Example of Searching:

#include <iostream>
#include <vector>
#include <algorithm>

int main() {
std::vector<int> vec = {1, 2, 3, 4, 5};
auto it = std::find(vec.begin(), vec.end(), 3);

if (it != vec.end()) {
std::cout << "Found: " << *it << "\n"; // Outputs: Found: 3

} else {
std::cout << "Not found\n";

}
}

3. Other Algorithms
The STL also provides various other algorithms for tasks like reversing elements
(reverse()), copying elements (copy()), and modifying elements (transform()).

Example of Reverse:

#include <iostream>
#include <vector>
#include <algorithm>

int main() {
std::vector<int> vec = {1, 2, 3, 4, 5};
std::reverse(vec.begin(), vec.end());

for (int x : vec) {
std::cout << x << " "; // Outputs: 5 4 3 2 1

}
}

Working with Iterators

Iterators are an essential component of the STL. They allow you to traverse through different
types of containers. Understanding iterators is important for utilizing the algorithms effectively.

1. Basic Iterator Operations
Iterators allow you to iterate through containers and perform operations on the elements.

Begin and End Iterators:

std::vector<int> vec = {10, 20, 30, 40};
for (auto it = vec.begin(); it != vec.end(); ++it) {
std::cout << *it << " "; // Outputs: 10 20 30 40

}
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2. Reverse Iterators
You can use reverse iterators to traverse the container in reverse order.

Example of Reverse Iterators:

std::vector<int> vec = {1, 2, 3, 4, 5};
for (auto rit = vec.rbegin(); rit != vec.rend(); ++rit) {
std::cout << *rit << " "; // Outputs: 5 4 3 2 1

}

Summary

In this chapter, we explored the Standard Template Library (STL), which is an essential part
of C++ for efficient programming. We delved into containers like vectors, lists, maps, and sets,
and discussed how they provide powerful data structures for storing and accessing data. We also
covered algorithms for sorting, searching, and modifying data, along with the importance of
iterators for traversing containers. Understanding STL enables developers to write efficient and
reusable code without reinventing common functionalities.
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Chapter 6: File Handling and Streams
File handling in C++ is a crucial skill for any programmer, as it allows programs to interact with
data stored outside of memory. It involves reading from and writing to files, enabling programs
to persist information, process large datasets, and much more. This chapter introduces you to file
handling in C++ and explains how to manipulate files through streams.

Reading from and Writing to Files

In C++, file handling is achieved using file streams. A file stream allows you to read from and
write to files, treating the files as input or output devices.

Opening and Closing Files:

Before performing any file operations, you need to open the file using one of the file stream
classes. Once you are done with the file, you should always close it to free up resources.

 Opening Files: To open a file, you use an object of the file stream class (ifstream, ofstream,
or fstream). The open() method is used to specify which file to open, and the mode of
operation (read, write, or both).

Example:

ofstream outfile;
outfile.open("example.txt"); // Opens a file in write mode

 Closing Files: After file operations are completed, you should close the file using the
close() method.

Example:

outfile.close(); // Closes the file

File Streams: ifstream, ofstream, fstream

C++ provides three major classes for file handling:

 ifstream (Input File Stream):
o Used for reading data from files.
o Opens the file in read mode.
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Example:

ifstream infile("example.txt");
if (!infile) {
cout << "Error opening file!" << endl;

}

 ofstream (Output File Stream):
o Used for writing data to files.
o Opens the file in write mode, creating the file if it doesn't exist.

Example:

ofstream outfile("example.txt");
outfile << "Hello, C++ file handling!";

 fstream (File Stream):
o Combines both input and output capabilities.
o Used when you need to read from and write to the same file.

Example:

fstream file("example.txt", ios::in | ios::out);

File Operations: Reading and Writing Data

Reading from a File:

Once the file is opened in input mode, you can read its contents using the extraction operator (>>)
or member functions like getline().

 Using >> to read data:

ifstream infile("example.txt");
string line;
infile >> line; // Reads the first word in the file
cout << line;

 Using getline() for reading a line:

ifstream infile("example.txt");
string line;
while (getline(infile, line)) {
cout << line << endl; // Prints the entire line

}
Writing to a File:

To write to a file, you use the << operator with an ofstream or fstream object.
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 Writing a single line:

ofstream outfile("example.txt");
outfile << "This is a sample text written to a file.";

 Writing multiple lines:

ofstream outfile("example.txt");
outfile << "First line" << endl;
outfile << "Second line" << endl;

Modifying Files:

In C++, you can modify files by opening them in a mode that allows both reading and writing.
This is done using the ios::in and ios::out flags in the fstream class.

Example:

fstream file("example.txt", ios::in | ios::out);
if (file) {
string content;
getline(file, content); // Reads the first line
file.seekp(0, ios::beg); // Moves the write pointer to the beginning
file << "Updated content"; // Writes new content

}

Error Handling in File Operations

C++ file handling allows you to check if a file was successfully opened and if any errors
occurred during the file operation.

 Checking if a file was opened successfully: You can check the status of the file stream
by using the fail() method or by checking the stream object directly.

Example:

if (!infile) {
cerr << "Error opening file!" << endl;

}

 Checking for end-of-file: To check if the end of the file is reached while reading, you
can use the eof() method.
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Example:

while (!infile.eof()) {
infile >> data; // Reads data until EOF

}

Working with Binary Files

C++ also supports binary file handling. Binary files are read and written in the same way as text
files, but the data is stored in binary format rather than plain text.

 To open a file in binary mode, use the ios::binary flag.

Example:

ofstream outfile("example.bin", ios::binary);

 You can then write or read data as bytes.

Example of writing data:

int num = 12345;
outfile.write(reinterpret_cast<char*>(&num), sizeof(num));

Conclusion

File handling is a fundamental skill for any C++ programmer. By understanding how to open,
read, write, and modify files, you can efficiently manage data and interact with external
resources. Proper error handling and understanding file modes are essential when working with
files to ensure smooth and secure operations. Mastering file handling in C++ is an important step
in your journey toward becoming a proficient C++ developer.
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Chapter 7: Multithreading and Concurrency
Multithreading is a powerful feature in C++ that allows for concurrent execution of tasks. This
capability enhances performance, especially in programs that need to handle multiple tasks
simultaneously. With the right techniques, you can manage parallel processes effectively and
efficiently in a C++ application. This chapter will guide you through the essential concepts of
multithreading, how to create threads, manage synchronization, and ensure thread safety.

Introduction to Multithreading in C++

Multithreading allows a program to perform multiple tasks simultaneously, improving the overall
efficiency and performance of the application. By breaking down a program into smaller threads
that can run in parallel, C++ programs can better utilize modern multi-core processors.

In C++, multithreading is supported through the C++11 standard and beyond, which introduced
the <thread> header to manage threads. The primary benefit of multithreading is that it allows a
program to perform CPU-bound or I/O-bound tasks concurrently without waiting for one task to
finish before starting the next.

Creating Threads: std::thread

The std::thread class in C++ provides an easy way to create and manage threads. Each thread runs
a separate function or callable object concurrently. To create a thread, you simply need to
instantiate an object of the std::thread class, passing the function or callable object that should be
executed by the thread.

Basic Syntax:
#include <iostream>
#include <thread>

void printMessage() {
std::cout << "Hello from the thread!" << std::endl;

}

int main() {
std::thread t(printMessage); // Create a thread
t.join(); // Wait for the thread to finish execution
return 0;

}

 Creating a Thread:
o The constructor of std::thread accepts a function pointer or a callable object (such as a

function or lambda expression) that the thread should execute.
 Joining and Detaching Threads:

o The join() function waits for the thread to finish before continuing with the rest of the
program.

o The detach() function allows the thread to run independently of the main thread, but you
must be cautious with detached threads since they cannot be joined later.
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Synchronization and Mutexes

When multiple threads access shared resources simultaneously, there is a potential risk of data
races. A data race occurs when two or more threads modify shared data at the same time without
proper synchronization. To prevent this, C++ provides synchronization tools, such as mutexes
(short for mutual exclusion), which help in controlling access to shared resources.

Mutexes:

A mutex is a locking mechanism that ensures that only one thread can access a particular section
of code (critical section) at a time. When one thread locks a mutex, other threads are blocked
from accessing the same critical section until the mutex is unlocked.

Basic Mutex Example:
#include <iostream>
#include <thread>
#include <mutex>

std::mutex mtx;

void printMessage(int id) {
mtx.lock(); // Lock the mutex to ensure only one thread enters critical section
std::cout << "Thread " << id << " is running!" << std::endl;
mtx.unlock(); // Unlock the mutex after the critical section

}

int main() {
std::thread t1(printMessage, 1);
std::thread t2(printMessage, 2);

t1.join();
t2.join();

return 0;
}

 Locking a Mutex:
o mtx.lock() locks the mutex, preventing other threads from entering the critical section.
o mtx.unlock() releases the lock, allowing other threads to acquire it.

 std::lock_guard:
o Using std::lock_guard is a safer approach to managing mutexes. It automatically locks the

mutex when the thread enters the scope and releases the lock when the thread exits the
scope.
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Example:

#include <iostream>
#include <thread>
#include <mutex>

std::mutex mtx;

void printMessage(int id) {
std::lock_guard<std::mutex> lock(mtx); // Automatically locks and unlocks the mutex
std::cout << "Thread " << id << " is running!" << std::endl;

}

int main() {
std::thread t1(printMessage, 1);
std::thread t2(printMessage, 2);

t1.join();
t2.join();

return 0;
}

In this example, std::lock_guard simplifies the process of managing the mutex, ensuring that it is
unlocked properly even if an exception occurs.

Thread Safety and Concurrent Programming Concepts

In multithreaded programs, thread safety refers to the property of a piece of code that
guarantees correct behavior when accessed by multiple threads simultaneously. Achieving thread
safety is essential when dealing with shared resources, and there are several strategies to ensure
thread safety:

1. Atomic Operations:

Atomic operations are operations that complete in a single step, without interruption. C++11
introduced atomic types and operations, which can be used to ensure that certain operations (like
incrementing a counter) are performed safely without the need for locks
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Example:

#include <iostream>
#include <atomic>
#include <thread>

std::atomic<int> counter(0);

void increment() {
counter++; // Atomic increment

}

int main() {
std::thread t1(increment);
std::thread t2(increment);

t1.join();
t2.join();

std::cout << "Counter: " << counter << std::endl;
return 0;

}

In this example, the atomic integer counter is updated safely by multiple threads without a mutex.

2. Deadlocks:

A deadlock occurs when two or more threads are blocked forever, waiting for each other to
release resources. Deadlocks can occur when threads acquire multiple locks in different orders,
and each thread is waiting for the other to release a lock.

To avoid deadlocks:

 Always acquire locks in the same order.
 Use timed locks to prevent indefinite waiting.
 Utilize higher-level abstractions like std::lock() to prevent deadlocks.

3. Race Conditions:

A race condition occurs when two or more threads access shared data concurrently and the final
result depends on the order of execution. Proper synchronization mechanisms (like mutexes and
atomic operations) are needed to prevent race conditions.
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Conclusion

Multithreading in C++ is an essential skill for creating high-performance, responsive
applications. By utilizing the power of std::thread, mutexes, atomic operations, and other
synchronization tools, you can write concurrent programs that efficiently utilize multi-core
processors. However, with great power comes great responsibility. It’s important to ensure
thread safety, avoid deadlocks, and manage shared resources carefully.

Understanding these concepts will give you a solid foundation in C++ multithreading, enabling
you to tackle complex, real-world programming challenges with confidence.
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Chapter 8: Best Practices in C++
Programming
C++ is a powerful language that offers developers the flexibility and control needed to build
complex, high-performance applications. However, this power comes with responsibility.
Writing efficient, maintainable, and bug-free C++ code requires adherence to best practices. This
chapter explores some of the key best practices in C++ programming, focusing on memory
management, debugging, efficient coding, and design principles.

Memory Management and Avoiding Memory Leaks

In C++, memory management is critical since the language allows direct access to system
memory. Unlike higher-level languages, C++ does not have garbage collection, so programmers
are responsible for allocating and freeing memory. If memory is not properly managed, it can
lead to memory leaks, which occur when memory that is no longer needed is not released,
causing the program to consume more and more memory over time, eventually crashing or
slowing down.

Best Practices for Memory Management:

1. Always Release Dynamically Allocated Memory: When you use new to allocate
memory on the heap, you must ensure that it is freed using delete (or delete[] for arrays).
Failing to do this will result in memory leaks.

Example:

int* ptr = new int(10); // Allocating memory dynamically
// Use the memory
delete ptr; // Free the memory after usage

2. Use Smart Pointers: C++11 introduced smart pointers like std::unique_ptr and
std::shared_ptr, which automatically manage the memory they point to. These smart
pointers ensure that memory is deallocated when they go out of scope, making it easier to
prevent memory leaks.

Example using std::unique_ptr:

#include <memory>

void useMemory() {
std::unique_ptr<int> ptr = std::make_unique<int>(10); // Memory is automatically freed when ptr goes

out of scope
}
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3. Avoid Using Raw Pointers When Possible: Whenever possible, avoid using raw
pointers. Use containers (like std::vector) and smart pointers instead. These containers
handle memory management internally.

4. Monitor Memory Usage: Tools like Valgrind and AddressSanitizer can help detect
memory leaks and memory access issues, which are common in C++ programs.

Debugging Techniques and Tools

Debugging is an essential part of any development process. C++ provides various techniques and
tools that help identify and resolve bugs in your code, making the debugging process easier and
more efficient.

Best Practices for Debugging:

1. Use a Debugger: A debugger is an essential tool for tracking down bugs in your code.
Most integrated development environments (IDEs), such as Visual Studio and CLion,
come with built-in debuggers. You can step through your code, inspect variables, and set
breakpoints to pause the program’s execution at critical points.

2. Utilize Logging: In many cases, debugging can be done through logging. Outputting key
variable values, function calls, and program flow to a log file helps track down issues,
especially in larger applications. Use logging libraries like spdlog or Boost.Log for
robust logging functionality.

3. Use Assertions: Assertions are used to verify that a certain condition holds true while the
program is running. They are useful for catching errors during development and testing
phases. If an assertion fails, the program will terminate, making it clear where the error
occurred.

Example:

#include <cassert>

void checkPositive(int value) {
assert(value >= 0); // The program will terminate if value is negative

}

4. Static Analysis Tools: Tools like Cppcheck and Clang Static Analyzer can analyze
your code for potential issues without running it. These tools can catch common mistakes
such as uninitialized variables, memory leaks, and undefined behavior.

Writing Efficient and Clean Code

Efficient, clean, and readable code is easier to maintain, extend, and debug. Writing clean code
involves following consistent naming conventions, avoiding unnecessary complexity, and
writing code that is easy to understand by other developers.
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Best Practices for Writing Clean and Efficient Code:

1. Use Descriptive Names: Use meaningful names for functions, variables, and classes.
Avoid one-letter variable names like x, y, or z. Instead, choose names that describe the
purpose of the variable or function.

Example:

int calculateSum(int a, int b); // Good
int x(int a, int b); // Not recommended

2. Keep Functions Short and Focused: Functions should perform a single task and be kept
as small as possible. If a function is too large or does too many things, consider breaking
it down into smaller helper functions.

3. Avoid Duplication: DRY (Don't Repeat Yourself) is a common principle in software
development. If you find yourself writing similar code in multiple places, consider
refactoring it into a reusable function or class.

4. Use Standard Library Features: C++ provides a rich set of standard libraries. Before
writing custom code, check whether a library already exists to do what you need. Using
standard features like containers (e.g., std::vector, std::map) and algorithms (e.g., std::sort)
saves time and reduces the risk of errors.

5. Avoid Premature Optimization: Don’t focus too much on optimization at the expense
of code clarity and readability. Write clean, readable code first, and only optimize if there
are performance bottlenecks. Premature optimization can lead to more complex and less
maintainable code.

6. Comment Wisely: Code comments should explain the why behind your logic, not the
what. If your code is complex, add comments to explain the reasoning behind your
decisions. However, avoid over-commenting — let the code speak for itself where
possible.

Example:

// Calculate the area of a circle
double calculateCircleArea(double radius) {
return 3.14159 * radius * radius;

}

Design Patterns and Principles

Design patterns are proven solutions to common software design problems. They help you
structure your code in a way that is efficient, maintainable, and scalable. C++ supports many
common design patterns, and understanding these patterns can help you write better code.
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Common Design Patterns:

1. Singleton Pattern: The Singleton pattern ensures that a class has only one instance and
provides a global point of access to it. It is often used for managing resources like
logging or configuration settings.

2. Observer Pattern: The Observer pattern allows a subject to notify its observers about
state changes. It’s widely used in event-driven systems like GUIs or real-time
applications.

3. Factory Pattern: The Factory pattern provides an interface for creating objects, but the
actual instantiation is deferred to subclasses. This is helpful when the exact type of the
object is determined at runtime.

4. Strategy Pattern: The Strategy pattern defines a family of algorithms, encapsulates
each one, and makes them interchangeable. It allows the algorithm to be selected at
runtime, promoting flexibility.

SOLID Principles:

The SOLID principles are a set of five design principles that help in creating clean, maintainable,
and scalable software:

1. Single Responsibility Principle (SRP): A class should have one and only one reason to change,
meaning it should have only one job or responsibility.

2. Open/Closed Principle (OCP): Software entities (classes, modules, functions, etc.) should be
open for extension but closed for modification.

3. Liskov Substitution Principle (LSP): Objects of a superclass should be replaceable with objects
of a subclass without affecting the correctness of the program.

4. Interface Segregation Principle (ISP): Clients should not be forced to depend on interfaces they
do not use.

5. Dependency Inversion Principle (DIP): High-level modules should not depend on low-level
modules. Both should depend on abstractions.

Conclusion

Writing high-quality, maintainable C++ code requires adherence to best practices in various
areas such as memory management, debugging, clean coding, and design principles. By
following these guidelines, you can improve the efficiency, readability, and performance of your
C++ applications. Remember, best practices evolve over time, so keep learning and adapting to
ensure your code remains robust and maintainable.
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Practical Exercises
In order to reinforce the concepts learned in the chapters, it’s important to apply the knowledge
in real-world programming scenarios. Here are practical exercises designed to give you hands-on
experience in C++ programming, ranging from basic applications to more advanced projects.

Exercise 1: Hello World Program

Objective: Familiarize yourself with the basic structure of a C++ program, including the syntax
for output and basic input/output operations.

Steps:

1. Open your IDE (e.g., Visual Studio, Code::Blocks, or any C++ IDE of your choice).
2. Create a new C++ project.
3. Write a simple program that prints "Hello, World!" to the console.

#include <iostream>

int main() {
std::cout << "Hello, World!" << std::endl;
return 0;

}

Key Concepts Covered:

 Basic structure of a C++ program.
 Use of the #include directive to include header files.
 Printing output using std::cout.

Exercise 2: Basic Calculator

Objective: Implement a simple calculator that performs addition, subtraction, multiplication, and
division operations based on user input.

Steps:

1. Write a program that prompts the user to input two numbers.
2. Provide options to select an operation (addition, subtraction, multiplication, or division).



Mastering C++: CosmiCode Learning Series

pg. 47

3. Perform the selected operation and display the result.

#include <iostream>

int main() {
double num1, num2;
char operation;

std::cout << "Enter two numbers: ";
std::cin >> num1 >> num2;

std::cout << "Enter an operator (+, -, *, /): ";
std::cin >> operation;

switch(operation) {
case '+':
std::cout << "Result: " << num1 + num2 << std::endl;
break;

case '-':
std::cout << "Result: " << num1 - num2 << std::endl;
break;

case '*':
std::cout << "Result: " << num1 * num2 << std::endl;
break;

case '/':
if(num2 != 0)
std::cout << "Result: " << num1 / num2 << std::endl;

else
std::cout << "Error! Division by zero." << std::endl;

break;
default:
std::cout << "Invalid operator!" << std::endl;

}

return 0;
}

Key Concepts Covered:

 Basic input/output operations.
 Conditional statements (if-else, switch).
 Arithmetic operations.

Exercise 3: Object-Oriented Task Manager

Objective: Develop an object-oriented program where a user can manage a list of tasks (to-do
list). Each task will have a name, description, and a status (completed or not).

Steps:

1. Define a Task class with attributes like name, description, and status.
2. Implement methods to set/get the task details and mark the task as completed.
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3. Create a TaskManager class to store a list of tasks and provide functionality to add, view, and
update tasks.

#include <iostream>
#include <vector>
#include <string>

class Task {
public:
std::string name;
std::string description;
bool isCompleted;

Task(std::string n, std::string d) : name(n), description(d), isCompleted(false) {}

void markAsCompleted() {
isCompleted = true;

}

void displayTask() {
std::cout << "Task: " << name << "\nDescription: " << description << "\nStatus: "

<< (isCompleted ? "Completed" : "Not Completed") << std::endl;
}

};

class TaskManager {
public:
std::vector<Task> tasks;

void addTask(std::string name, std::string description) {
tasks.push_back(Task(name, description));

}

void showTasks() {
for (const auto& task : tasks) {
task.displayTask();

}
}

};

int main() {
TaskManager manager;

manager.addTask("Finish Homework", "Complete the math homework by tomorrow.");
manager.addTask("Buy Groceries", "Get vegetables and fruits from the market.");

manager.showTasks();

manager.tasks[0].markAsCompleted(); // Mark the first task as completed

std::cout << "\nUpdated Tasks:\n";
manager.showTasks();

return 0;
}
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Key Concepts Covered:

 Object-Oriented Programming (OOP): Classes, Objects, and Methods.
 Constructors and member functions.
 Managing a collection of objects using containers (e.g., std::vector).

Exercise 4: File Handling Project

Objective: Learn how to read from and write to files in C++. In this exercise, you will
implement a program that saves user data to a file and then reads it back.

Steps:

1. Write a program that asks the user for their name and age and saves this data to a file.
2. After saving the data, the program should read from the file and display the user’s information on

the screen.

#include <iostream>
#include <fstream>
#include <string>

int main() {
std::string name;
int age;

// Step 1: Writing data to a file
std::ofstream outfile("user_data.txt");

std::cout << "Enter your name: ";
std::getline(std::cin, name);
std::cout << "Enter your age: ";
std::cin >> age;

outfile << "Name: " << name << std::endl;
outfile << "Age: " << age << std::endl;

outfile.close(); // Close the file after writing

// Step 2: Reading data from the file
std::ifstream infile("user_data.txt");
std::string line;

std::cout << "\nUser Information from File:\n";
while (std::getline(infile, line)) {
std::cout << line << std::endl;

}

infile.close(); // Close the file after reading

return 0;
}
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Key Concepts Covered:

 File input/output using ifstream and ofstream.
 Writing to and reading from text files.
 Basic file handling operations (opening, closing, writing, and reading).

Exercise 5: Multithreading Application

Objective: Learn the basics of multithreading by creating a program that runs multiple threads
simultaneously to perform tasks concurrently.

Steps:

1. Write a program that creates two threads. Each thread will perform a different task, such as
printing a message to the console.

2. Implement synchronization between the threads to avoid any race conditions or issues when
sharing data.

#include <iostream>
#include <thread>
#include <mutex>

std::mutex mtx;

void printMessage(std::string message) {
std::lock_guard<std::mutex> lock(mtx); // Ensure only one thread can print at a time
std::cout << message << std::endl;

}

int main() {
std::thread thread1(printMessage, "Hello from thread 1!");
std::thread thread2(printMessage, "Hello from thread 2!");

thread1.join(); // Wait for thread 1 to finish
thread2.join(); // Wait for thread 2 to finish

return 0;
}

Key Concepts Covered:

 Multithreading using std::thread.
 Synchronization using mutexes (std::mutex).
 Thread safety and concurrent programming.
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Conclusion

By completing these practical exercises, you will gain hands-on experience with fundamental
C++ programming concepts. Each exercise helps you build confidence in applying what you've
learned, while reinforcing the key theoretical principles discussed in earlier chapters. These
projects will prepare you for real-world development challenges and provide a strong foundation
for tackling more advanced C++ topics.
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C++ Interview MCQs: Your Path to Mastery
Here are the 50 Multiple-Choice Questions (MCQs) covering a wide range of C++ topics.
These questions are designed to test your understanding of the core concepts and techniques
discussed throughout the chapters. While we have carefully crafted and reviewed the 50 MCQs
at the end of this book, there is always a possibility of mistakes or inaccuracies. If you encounter
any errors in the questions, answers, or explanations, please feel free to report them to
CosmiCode. Your feedback is invaluable in helping us improve the quality of our resources and
ensuring the best learning experience for all readers.

1. What is the size of a char in C++?
o a) 1 byte
o b) 2 bytes
o c) 4 bytes
o d) 8 bytes

Correct Answer: a) 1 byte

2. Which of the following is not a feature of C++?
o a) Object-Oriented Programming
o b) Procedural Programming
o c) Functional Programming
o d) Data Abstraction

Correct Answer: c) Functional Programming

3. What is the default value of a pointer in C++?
o a) NULL
o b) 0
o c) Random Value
o d) Undefined

Correct Answer: a) NULL

4. Which operator is used for dynamic memory allocation in C++?
o a) new
o b) malloc
o c) alloc
o d) calloc
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Correct Answer: a) new

5. What is a virtual function in C++?
o a) A function that is defined in a derived class
o b) A function that is used for static polymorphism
o c) A function that can be overridden in a derived class
o d) A function that cannot be overridden

Correct Answer: c) A function that can be overridden in a derived class

6. Which of the following is used to declare a constant in C++?
o a) const
o b) static
o c) #define
o d) final

Correct Answer: a) const

7. Which of the following is the correct syntax for creating an object of class MyClass?
o a) MyClass obj = new MyClass();
o b) MyClass obj();
o c) MyClass obj;
o d) new MyClass obj;

Correct Answer: c) MyClass obj;

8. What is the purpose of the friend keyword in C++?
o a) To make a class method available to another class
o b) To declare a function as part of a specific class
o c) To allow access to private and protected members of a class
o d) To create a virtual function

Correct Answer: c) To allow access to private and protected members of a class

9. What does the :: operator do in C++?
o a) It is used for direct assignment
o b) It is used for scoping and accessing static members
o c) It is used to declare a function
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o d) It is used for inheritance

Correct Answer: b) It is used for scoping and accessing static members

10.Which of the following is the correct way to declare a reference variable in C++?
o a) int &ref = 10;
o b) int ref = 10;
o c) int ref & = 10;
o d) int &ref = 10;

Correct Answer: d) int &ref = 10;

11.What is the purpose of the delete operator in C++?
o a) To delete a file
o b) To release dynamically allocated memory
o c) To terminate a program
o d) To destroy an object permanently

Correct Answer: b) To release dynamically allocated memory

12.Which of the following is the correct way to create an array of 5 integers in C++?
o a) int arr[5];
o b) int arr = new int[5];
o c) int[5] arr;
o d) int arr(5);

Correct Answer: a) int arr[5];

13.What is the result of the expression 5/2 in C++?
o a) 2
o b) 2.5
o c) 0
o d) Error

Correct Answer: a) 2

14.Which of the following is not a valid C++ loop?
o a) for
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o b) while
o c) do-while
o d) until

Correct Answer: d) until

15.What does the new operator return in C++?
o a) A memory address
o b) A pointer to a dynamically allocated object
o c) A reference to an object
o d) A class instance

Correct Answer: b) A pointer to a dynamically allocated object

16.Which of the following is the default access specifier for members of a class in C++?
o a) public
o b) private
o c) protected
o d) None

Correct Answer: b) private

17.Which of the following is used to handle exceptions in C++?
o a) catch
o b) throw
o c) try
o d) All of the above

Correct Answer: d) All of the above

18.What will be the output of the following code?

int x = 10;
x = x++ + ++x;
std::cout << x;

o a) 22
o b) 21
o c) 20
o d) Undefined behavior
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Correct Answer: b) 21

19.Which of the following containers is part of the C++ Standard Library (STL)?
o a) Vector
o b) Stack
o c) Queue
o d) All of the above

Correct Answer: d) All of the above

20. In C++, which method is used to sort a vector?
o a) sort()
o b) Vector.sort()
o c) std::sort()
o d) sort_vector()

Correct Answer: c) std::sort()

21.Which of the following is true about destructors in C++?
o a) A destructor has the same name as the class with a tilde (~) prefix
o b) A destructor is called explicitly by the user
o c) A destructor does not have any return type
o d) A destructor is used to create objects

Correct Answer: a) A destructor has the same name as the class with a tilde (~) prefix

22.What is a namespace in C++?
o a) A way to group related classes, functions, and variables
o b) A class definition
o c) A storage class
o d) A type of constructor

Correct Answer: a) A way to group related classes, functions, and variables

23.What is the purpose of #include directive in C++?
o a) To include standard libraries
o b) To declare classes and objects
o c) To define functions
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o d) To declare new variables

Correct Answer: a) To include standard libraries

24.Which of the following is the correct way to initialize a constant in C++?
o a) const int x = 10;
o b) int const x = 10;
o c) x = 10;
o d) Both a and b

Correct Answer: d) Both a and b

25.Which of the following is not a valid C++ data type?
o a) float
o b) integer
o c) double
o d) char

Correct Answer: b) integer

26.Which function is used to get the size of a container in C++?
o a) size()
o b) length()
o c) count()
o d) get_size()

Correct Answer: a) size()

27.What is the output of the following code?

int arr[] = {1, 2, 3, 4};
std::cout << arr[2];

o a) 1
o b) 2
o c) 3
o d) 4

Correct Answer: c) 3
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28.What will the following code print?

std::cout << "Size of int: " << sizeof(int);

o a) 4
o b) 8
o c) 2
o d) Depends on the machine

Correct Answer: d) Depends on the machine

29.Which of the following is true about the static keyword in C++?
o a) It is used to allocate dynamic memory
o b) It makes a function or variable local to the file
o c) It ensures that a function or variable remains in memory throughout the program

execution
o d) It is used to make a class abstract

Correct Answer: b) It makes a function or variable local to the file

30.What is the difference between struct and class in C++?
o a) struct members are private by default, while class members are public
o b) struct members are public by default, while class members are private
o c) struct does not support inheritance
o d) There is no difference between struct and class

Correct Answer: b) struct members are public by default, while class members are private

31.Which function is used to read a string in C++?
o a) scanf()
o b) cin
o c) gets()
o d) read()

Correct Answer: b) cin

32.What does return 0; indicate in C++?
o a) End of the program
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o b) Error in the program
o c) Start of the program
o d) None of the above

Correct Answer: a) End of the program

33.Which of the following is used to handle memory exceptions in C++?
o a) new
o b) delete
o c) try-catch
o d) malloc

Correct Answer: c) try-catch

34. In C++, what is the use of this pointer?
o a) It points to the current object of the class
o b) It points to the parent class
o c) It refers to the class name
o d) None of the above

Correct Answer: a) It points to the current object of the class

35.Which of the following is not true about function overloading in C++?
o a) Functions with the same name but different signatures
o b) Functions with the same name and the same number of parameters
o c) The return type does not differentiate overloaded functions
o d) Function overloading improves code readability

Correct Answer: b) Functions with the same name and the same number of parameters

36.What is an inline function in C++?
o a) A function whose definition is replaced at the point of call during compilation
o b) A function defined outside the class
o c) A function that does not return anything
o d) A function that is always called in a separate thread

Correct Answer: a) A function whose definition is replaced at the point of call during
compilation



Mastering C++: CosmiCode Learning Series

pg. 60

37.Which of the following operators can be overloaded in C++?
o a) +
o b) []
o c) =
o d) All of the above

Correct Answer: d) All of the above

38.Which of the following is true about a constructor in C++?
o a) It is a special member function
o b) It has a return type
o c) It is used to delete objects
o d) It can only be called explicitly

Correct Answer: a) It is a special member function

39.Which of the following is a valid C++ comment?
o a) /* comment */
o b) // comment
o c) # comment
o d) Both a and b

Correct Answer: d) Both a and b

40.What is the purpose of the volatile keyword in C++?
o a) To declare a function that will not be optimized by the compiler
o b) To declare a variable whose value may change unexpectedly
o c) To declare a constant value
o d) To optimize the code execution

Correct Answer: b) To declare a variable whose value may change unexpectedly

41.Which of the following is true about the const keyword in C++?
o a) It can be applied to variables
o b) It can be applied to functions
o c) It can be used for pointers and references
o d) All of the above

Correct Answer: d) All of the above
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42.What is the use of the typedef keyword in C++?
o a) To create a new data type alias
o b) To declare a constant variable
o c) To create a virtual function
o d) To define a function prototype

Correct Answer: a) To create a new data type alias

43.What is the purpose of the goto statement in C++?
o a) To transfer control to a labeled statement
o b) To break out of a loop
o c) To declare a label
o d) To mark the end of a function

Correct Answer: a) To transfer control to a labeled statement

44.Which of the following is true about C++ templates?
o a) Templates allow functions and classes to work with generic types
o b) Templates can only be used with classes
o c) Templates can only be used with functions
o d) Templates are not type-safe

Correct Answer: a) Templates allow functions and classes to work with generic types

45.Which of the following is true about a destructor in C++?
o a) It is called automatically when an object is destroyed
o b) It has the same name as the class
o c) It cannot be overloaded
o d) All of the above

Correct Answer: d) All of the above

46.Which of the following is used to compare two strings in C++?
o a) compare() function
o b) strcmp() function
o c) equal() function
o d) match() function
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Correct Answer: b) strcmp() function

47.Which of the following will create a pointer to an array in C++?
o a) int *arr = new int[10];
o b) int arr[10];
o c) int* arr = &x;
o d) None of the above

Correct Answer: a) int *arr = new int[10];

48.Which function is used to calculate the length of a string in C++?
o a) length()
o b) str_len()
o c) strlen()
o d) size()

Correct Answer: c) strlen()

49.Which of the following is true about polymorphism in C++?
o a) It allows the same function name to behave differently
o b) It allows the same function to accept different types of parameters
o c) It allows the same function name to exist in multiple classes
o d) All of the above

Correct Answer: d) All of the above

50.Which type of inheritance is not allowed in C++?
o a) Single inheritance
o b) Multiple inheritance
o c) Hierarchical inheritance
o d) None of the above

Correct Answer: d) None of the above
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C++ Mastery Certification
Congratulations on completing the C++ Mastery eBook by CosmiCode! You are now ready to
take the final step to earn your C++ Mastery Certificate. Follow the steps below to get certified
and prove your C++ expertise!

How to Get Your C++ Mastery Certificate

1. Scan the Barcode
At the end of this page, you will find a unique barcode. Scan it using your mobile device
or any QR code scanner.

2. Fill in Your Personal Details
After scanning the barcode, you will be redirected to an online portal where you’ll need
to fill in your personal details (such as name, email, university/organization, etc.). This is
necessary for generating your certificate.

3. Complete the C++ Test
You will then be directed to the C++ Mastery Test, which includes 25 questions. The
test consists of:

o Multiple-Choice Questions (MCQs)
o Conceptual and Definition-Based Questions

4. Submit the Test
Once you’ve answered all the questions, submit your test for evaluation. No time limit is
enforced, so take your time to answer carefully.

5. Receive YourCertificate
Upon successful completion of the test, your C++ Mastery Certificate will be sent to
your provided email address. The certificate will contain your name, test score, and a
unique verification code.

6.

C++ Mastery Test – Key Details

 Total Questions: 25
 Test Type:

o Multiple-choice questions (MCQs)
o Conceptual questions
o Definition-based questions

 Pass Mark: 80% (Minimum required score)
 Certificate Issuance: Sent via email after passing the test

Why Take This Test?

 Validate Your Knowledge: This test allows you to confirm your understanding of core C++
concepts and their application.



Mastering C++: CosmiCode Learning Series

pg. 64

 Industry Recognition: CosmiCode's C++ Mastery Certificate is an excellent addition to your
resume or LinkedIn profile and can be a valuable asset when seeking opportunities in the tech
industry.

 Self-Assessment: Evaluate your understanding of important C++ concepts, from basic syntax to
object-oriented programming.

Barcode for Certification

Scan the barcode to begin your certification process!

Important Notes:

 No Time Limit: You can take as long as needed to complete the test. Focus on conceptual clarity
and understanding.

 Accurate Details: Ensure the email address you provide is correct as the certificate will be sent
there.

 Certificate Delivery: Once you pass the test, your certificate will be sent directly to your email.
 Issue Reporting: If you encounter any issues during the process, contact

cosmicodepk@gmail.com for support.

By completing this test, you will not only solidify your knowledge of C++, but also join a
community of passionate learners supported by CosmiCode.

mailto:cosmicodepk@gmail.com


Mastering C++: CosmiCode Learning Series

pg. 65

License
This work is licensed under a Creative Commons Attribution-NonCommercial-ShareAlike 4.0
International License.

Usage Guidelines

 You may share and distribute this book for non-commercial purposes, provided that
proper credit is given to CosmiCode as the original creator.

 You may remix, transform, or build upon this book for non-commercial purposes as
long as you share your modifications under the same license and give appropriate credit.

 You may not use this book for commercial purposes without explicit permission from
CosmiCode.

If you discover any errors or wish to inquire about permissions, please contact us at:
� cosmicodepk@gmail.com

Thank you for supporting free and accessible learning!

© 2025 CosmiCode. All rights reserved.
This book is provided as a free learning resource by CosmiCode, dedicated to empowering

students and tech enthusiasts with quality educational content.

https://creativecommons.org/licenses/by-nc-sa/4.0/
https://creativecommons.org/licenses/by-nc-sa/4.0/
mailto:cosmicodepk@gmail.com
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